**Memoria Práctica 3 juaorecar**

**EJERCICIO 1**

import java.util.ArrayList;

import java.util.HashMap;

import java.util.List;

import java.util.Map;

import java.util.Set;

import java.util.function.Predicate;

import org.jgrapht.Graph;

import org.jgrapht.alg.shortestpath.DijkstraShortestPath;

import org.jgrapht.alg.vertexcover.GreedyVCImpl;

import org.jgrapht.graph.SimpleDirectedGraph;

import org.jgrapht.traverse.DepthFirstIterator;

import datos.Familia;

import datos.Persona;

import datos.Relacion;

import us.lsi.colors.GraphColors;

import us.lsi.colors.GraphColors.Color;

import us.lsi.colors.GraphColors.Style;

import us.lsi.graphs.Graphs2;

import us.lsi.graphs.views.SubGraphView;

public class Ejercicio1 {

public static void apartadoA(String file, Graph<Persona, Familia> g,

Predicate<Persona> pv, String nombreVista) {

Graph<Persona, Familia> vista = SubGraphView.*of*(g, pv, null);

Set<Persona> set = vista.vertexSet();

List<Persona> personas = set.stream().toList();

List<String> ls = new ArrayList<>();

for(int i=0; i<personas.size(); i++) {

ls.add(personas.get(i).nombre());

}

System.*out*.println("Personas cuyos padres aparecen en el grafo y cumplen los requisitos: " + ls);

String fileRes = "resultados/ejercicio1/" + file + nombreVista + ".gv";

GraphColors.*toDot*(vista, fileRes,

v->v.nombre(),

e->"",

v->GraphColors.*colorIf*(*Color*.*red*, vista.containsVertex(v)),

e->GraphColors.*colorIf*(*Color*.*black*, vista.containsEdge(e)));

System.*out*.println("Se ha generado" + fileRes);

}

public static void apartadoB(String file, SimpleDirectedGraph<Persona, Familia> g, String p, String nombreVista) {

Graph<Persona, Familia> grafo = Graphs2.*inversedDirectedGraph*(g);

Persona persona = g.vertexSet().stream().filter(v->v.nombre().equals(p)).findFirst().get(); //Encontrar a dicha persona en el grafo

List<Persona> ancestros = new ArrayList<>();

DepthFirstIterator<Persona, Familia> dfi = new DepthFirstIterator<>(grafo, persona);

dfi.forEachRemaining(v->ancestros.add(v));

Map<Persona, Color> m = new HashMap<>();

for(Persona person: g.vertexSet()) {

if(person.nombre().equals(p)) {

m.put(person, *Color*.*red*);

}else if(ancestros.contains(person)) {

m.put(person, *Color*.*blue*);

}else {

m.put(person, *Color*.*black*);

}

}

List<String> ls = new ArrayList<>();

for(int i=0; i<ancestros.size(); i++) {

ls.add(ancestros.get(i).nombre());

}

System.*out*.println("Ancestros de " + p + ": "+ ls);

String fileRes = "resultados/ejercicio1/" + file + nombreVista + ".gv";

GraphColors.*toDot*(g, fileRes,

v->v.nombre(),

e->"",

v->GraphColors.*color*(m.get(v)),

e->GraphColors.*color*(*Color*.*black*));

System.*out*.println("Se ha generado" + fileRes);

}

public static void apartadoC(String file, Graph<Persona, Familia> g, String p1, String p2) {

Persona persona1 = g.vertexSet().stream().filter(v->v.nombre().equals(p1)).findFirst().get();

Persona persona2 = g.vertexSet().stream().filter(v->v.nombre().equals(p2)).findFirst().get();

DijkstraShortestPath<Persona, Familia> circuito = new DijkstraShortestPath<>(g);

Integer longitud = circuito.getPath(persona1, persona2).getLength();

if(longitud==2) {

System.*out*.println(persona1.nombre() + " y " + persona2.nombre() + " son " + *Relacion*.*HERMANOS*);

}else if(longitud == 4) {

System.*out*.println(persona1.nombre() + " y " + persona2.nombre() + " son " + *Relacion*.*PRIMOS*);

}else {

System.*out*.println(persona1.nombre() + " y " + persona2.nombre() + " son " + *Relacion*.*OTROS*);

}

}

public static void apartadoD(String file, Graph<Persona, Familia> g,

Predicate<Persona> pv, String nombreVista) {

Graph<Persona, Familia> vista = SubGraphView.*of*(g, pv, null);

Set<Persona> set = vista.vertexSet();

List<Persona> personas = set.stream().toList();

List<String> ls = new ArrayList<>();

for(int i=0; i<personas.size(); i++) {

ls.add(personas.get(i).nombre());

}

System.*out*.println("Personas que tienen hijos/as con distintas personas: " + ls);

String fileRes = "resultados/ejercicio1/" + file + nombreVista + ".gv";

GraphColors.*toDot*(vista, fileRes,

v->v.nombre(),

e->"",

v->GraphColors.*colorIf*(*Color*.*red*, vista.containsVertex(v)),

e->GraphColors.*colorIf*(*Color*.*black*, vista.containsEdge(e)));

System.*out*.println("Se ha generado" + fileRes);

}

public static void apartadoE(String file, Graph<Persona, Familia> g, String nombreVista) {

GreedyVCImpl<Persona, Familia> vCover= new GreedyVCImpl<>(g);

Set<Persona> personas = vCover.getVertexCover();

String fileRes = "resultados/ejercicio1/" + file + nombreVista + ".gv";

GraphColors.*toDot*(g, fileRes,

v->v.nombre(),

e->"",

v->GraphColors.*colorIf*(*Color*.*red*, personas.contains(v)),

e->GraphColors.*style*(*Style*.*solid*));

System.*out*.println("Se ha generado" + fileRes);

}

}

**EJERCICIO 2**

import java.util.HashSet;

import java.util.List;

import java.util.Set;

import org.jgrapht.Graph;

import org.jgrapht.GraphPath;

import org.jgrapht.alg.connectivity.ConnectivityInspector;

import org.jgrapht.alg.shortestpath.DijkstraShortestPath;

import org.jgrapht.alg.tour.HeldKarpTSP;

import org.jgrapht.graph.SimpleWeightedGraph;

import datos.Ciudad;

import datos.Trayecto;

import us.lsi.colors.GraphColors;

import us.lsi.colors.GraphColors.Color;

import us.lsi.colors.GraphColors.Style;

import us.lsi.common.Trio;

import us.lsi.graphs.views.SubGraphView;

public class Ejercicio2 {

public static List<Set<Ciudad>> componentesConexas(Graph<Ciudad, Trayecto> gf){

var cc = new ConnectivityInspector<>(gf);

List<Set<Ciudad>> componentes = cc.connectedSets();

return componentes;

}

public static Boolean esConexo(Graph<Ciudad, Trayecto> gf) {

var ec = new ConnectivityInspector<>(gf);

Boolean conexo = ec.isConnected();

return conexo;

}

private static *Color* asignaColor(Ciudad v, List<Set<Ciudad>> ls, ConnectivityInspector<Ciudad, Trayecto> alg) {

*Color*[] vc = *Color*.*values*();

Set<Ciudad> s = alg.connectedSetOf(v);

return vc[ls.indexOf(s)];

}

public static void apartadoA(Graph<Ciudad, Trayecto> gf, String file, String nombreVista) {

var esConexo = *esConexo*(gf);

var cc = new ConnectivityInspector<>(gf);

if(esConexo) {

System.*out*.println("Solo hay un grupo de ciudades");

}else {

System.*out*.println("Numero de grupos de ciudades: " + *componentesConexas*(gf).size());

for(int i=0; i<*componentesConexas*(gf).size(); i++) {

System.*out*.println("\n Grupo numero " + (i+1) + ":" + *componentesConexas*(gf).get(i));

}

}

String fileRes = "resultados/ejercicio2/" + file + nombreVista + ".gv";

GraphColors.*toDot*(gf, fileRes,c->"", v->"",

v -> GraphColors.*color*(*asignaColor*(v, *componentesConexas*(gf), cc)),

e -> GraphColors.*color*(*asignaColor*(gf.getEdgeSource(e), *componentesConexas*(gf),cc)));

}

public static Set<Ciudad> setApartadoB(Graph<Ciudad, Trayecto> gf) {

List<Set<Ciudad>> lsComponentes = *componentesConexas*(gf);

Integer maximo = 0;

Set<Ciudad> res = new HashSet<>();

for(int i=0; i<lsComponentes.size(); i++) {

Integer suma = lsComponentes.get(i).stream()

.mapToInt(Ciudad::puntuacion).sum();

if(suma>maximo) {

maximo = suma;

res = lsComponentes.get(i);

}

}

return res;

}

public static void apartadoB(Graph<Ciudad, Trayecto> gf, String file, String nombreVista) {

Set<Ciudad> set = *setApartadoB*(gf);

Graph<Ciudad, Trayecto> g = SubGraphView.*of*(gf, set);

String fileRes = "resultados/ejercicio2/" + file + nombreVista + ".gv";

GraphColors.*toDot*(g, fileRes,

v->v.nombre(),

e->"",

v->GraphColors.*colorIf*(*Color*.*blue*, g.containsVertex(v)),

e->GraphColors.*colorIf*(*Color*.*blue*, g.containsEdge(e)));

System.*out*.println("Se ha generado" + fileRes);

}

public static void apartadoC(SimpleWeightedGraph<Ciudad, Trayecto> gf, String file, String nombreVista) {

ConnectivityInspector<Ciudad, Trayecto> cc = new ConnectivityInspector<>(gf);

HeldKarpTSP<Ciudad, Trayecto> camino = new HeldKarpTSP<>();

Trio<List<Ciudad>, List<Trayecto>, Double> trio = Trio.*of*(null, null, Double.*MAX\_VALUE*);

for(Set<Ciudad> grupo:cc.connectedSets()) {

Graph<Ciudad, Trayecto> vista = SubGraphView.*of*(gf, grupo);

List<Trayecto> lsTrayectos = camino.getTour(vista).getEdgeList();

List<Ciudad> lsCiudades = camino.getTour(vista).getVertexList();

Double totalPrecio = lsTrayectos.stream().mapToDouble(x->x.precio()).sum();

if(totalPrecio<trio.third()) {

trio = Trio.*of*(lsCiudades, lsTrayectos, totalPrecio);

}

}

List<Ciudad> mejoresCiudades = trio.first();

List<Trayecto> mejoresTrayectos = trio.second();

String fileRes = "resultados/ejercicio2/" + file + nombreVista + ".gv";

GraphColors.*toDot*(gf, fileRes,

v->v.nombre(),

e->"",

v->GraphColors.*colorIf*(*Color*.*blue*, mejoresCiudades.contains(v)),

e->GraphColors.*colorIf*(*Color*.*blue*, mejoresTrayectos.contains(e)));

System.*out*.println("Se ha generado" + fileRes);

}

public static void apartadoD(Graph<Ciudad, Trayecto> gf, String file, String nombreVista) {

List<Set<Ciudad>> lsComponentes = *componentesConexas*(gf);

gf.edgeSet().forEach(e-> gf.setEdgeWeight(e, e.duracion()));

for(int i=0; i<lsComponentes.size(); i++) {

Graph<Ciudad, Trayecto> componente = SubGraphView.*of*(gf,lsComponentes.get(i));

List<Ciudad> ls = componente.vertexSet().stream().toList();

Double minimo = Double.*POSITIVE\_INFINITY*;

GraphPath<Ciudad, Trayecto> res = null;

for(int j=0; j<ls.size(); j++) {

for(int k=j+1; k<ls.size(); k++) {

Ciudad vertice1 = ls.get(j);

Ciudad vertice2 = ls.get(k);

DijkstraShortestPath<Ciudad, Trayecto> dj = new DijkstraShortestPath<>(componente);

GraphPath<Ciudad, Trayecto> camino = dj.getPath(vertice1, vertice2);

if(camino.getLength()>= 2) {

if(camino.getWeight()<minimo) {

minimo = camino.getWeight();

res = camino;

}

}

}

}

System.*out*.println("Para el grupo: " + componente.vertexSet() + ", las ciudades no conectadas directamente entre las que se puede viajar en menor tiempo son:\r\n"

+ "Origen: " + res.getStartVertex() + " y Destino: " + res.getEndVertex());

List<Ciudad> lsVertices = res.getVertexList();

List<Trayecto> lsAristas = res.getEdgeList();

String fileRes = "resultados/ejercicio2/" + file + nombreVista + ".gv";

GraphColors.*toDot*(gf, fileRes,

v->v.nombre(),

e->e.precio().toString() + " euros",

v->GraphColors.*styleIf*(*Style*.*bold*, lsVertices.contains(v)),

e->GraphColors.*styleIf*(*Style*.*bold*, lsAristas.contains(e)));

System.*out*.println("Se ha generado" + fileRes);

}

}

}

**EJERCICIO 3**

import java.util.Map;

import org.jgrapht.Graph;

import org.jgrapht.alg.color.GreedyColoring;

import org.jgrapht.alg.interfaces.VertexColoringAlgorithm.Coloring;

import org.jgrapht.graph.DefaultEdge;

import us.lsi.colors.GraphColors;

import us.lsi.colors.GraphColors.Style;

public class Ejercicio3 {

public static void apartadoA(Graph<String, DefaultEdge> gf, String file) {

var c = new GreedyColoring<>(gf);

Coloring<String> res = c.getColoring();

System.*out*.println("Franjas horarias necesarias: " + res.getNumberColors());

System.*out*.println("Composicion de las actividades");

var actividades = res.getColorClasses();

for(int i=0; i<actividades.size(); i++) {

System.*out*.println("Franja horaria numero "+(i+1)+": " + actividades.get(i));

}

}

public static void apartadoB(Graph<String, DefaultEdge> gf, String file, String nombreVista){

var c = new GreedyColoring<>(gf);

Coloring<String> res = c.getColoring();

Map<String, Integer> map = res.getColors();

String fileRes = "resultados/ejercicio3/" + file + nombreVista + ".gv";

GraphColors.*toDot*(gf, fileRes,

v->v.toString(),

e->"",

v -> GraphColors.*color*(map.get(v)),

e -> GraphColors.*style*(*Style*.*solid*));

System.*out*.println(file + "C.gv generado en " + "resultados/ejercicio3");

}

}

**TEST EJERCICIO 1**

import java.util.HashSet;

import java.util.Set;

import java.util.function.Predicate;

import org.jgrapht.Graph;

import org.jgrapht.graph.SimpleDirectedGraph;

import datos.Familia;

import datos.Persona;

import ejercicios.Ejercicio1;

import us.lsi.graphs.Graphs2;

import us.lsi.graphs.GraphsReader;

public class TestEjercicio1 {

public static void main(String[] args) {

*testApartadoA*("1A");

*testApartadoA*("1B");

*testApartadoB*("1A", "Maria");

*testApartadoB*("1B", "Raquel");

*testApartadoC*("1A", "Rafael", "Sara");

*testApartadoC*("1A", "Maria", "Patricia");

*testApartadoC*("1A", "Carmen", "Rafael");

*testApartadoD*("1A");

*testApartadoD*("1B");

*testApartadoE*("1A");

*testApartadoE*("1B");

}

public static SimpleDirectedGraph<Persona, Familia> grafoDirigido(String file) {

SimpleDirectedGraph<Persona, Familia> g = GraphsReader.*newGraph*("ficheros/PI3E" + file + "\_DatosEntrada.txt",

Persona::*ofFormat*,

Familia::*ofFormat*,

Graphs2::*simpleDirectedGraph*);

return g;

}

public static Graph<Persona, Familia> grafoSimple(String file) {

Graph<Persona, Familia> g = GraphsReader.*newGraph*("ficheros/PI3E" + file + "\_DatosEntrada.txt",

Persona::*ofFormat*,

Familia::*ofFormat*,

Graphs2::*simpleGraph*);

return g;

}

public static void testApartadoA(String file) {

SimpleDirectedGraph<Persona, Familia> g = *grafoDirigido*(file);

Predicate<Persona> pv = v -> *mismoAnyoYCiudad*(g, g.incomingEdgesOf(v));

Ejercicio1.*apartadoA*(file, g, pv, "Apartado A");

}

public static Boolean mismoAnyoYCiudad(Graph<Persona, Familia> g, Set<Familia> familia) {

Set<String> ciudad = new HashSet<>();

Set<Integer> anyo = new HashSet<>();

if(familia.size()==2) { //si tiene padres

for(Familia f: familia) {

ciudad.add(g.getEdgeSource(f).ciudad\_nacimiento()); //Ciudad de nacimiento de los padres

anyo.add(g.getEdgeSource(f).anyo\_nacimiento()); //Años de nacimiento de los padres

}

if(anyo.size() == 1 && ciudad.size() == 1) { //Al ser un set y no poder haber elementos repetidos, comprobamos si hay un solo elemento en cada set

return true;

}else {

return false;

}

}else {

return false;

}

}

public static void testApartadoB(String file, String nombre) {

SimpleDirectedGraph<Persona, Familia> g= *grafoDirigido*(file);

Ejercicio1.*apartadoB*(file, g, nombre, "Apartado B");

}

public static void testApartadoC(String file, String p1, String p2) {

Graph<Persona,Familia> g = *grafoSimple*(file);

Ejercicio1.*apartadoC*(file, g, p1, p2);

}

public static void testApartadoD(String file) {

SimpleDirectedGraph<Persona, Familia> g = *grafoDirigido*(file);

Predicate<Persona> pv = v->*HijoConPadresDiferentes*(g, v);

Ejercicio1.*apartadoD*(file, g, pv, "Apartado D");

}

public static Boolean HijoConPadresDiferentes(SimpleDirectedGraph<Persona, Familia> gf, Persona p) {

Set<Persona> conj = new HashSet<>();

if(gf.outDegreeOf(p)>0) {

for(Familia target: gf.outgoingEdgesOf(p)) {

Persona hijo = gf.getEdgeTarget(target);

for(Familia padre:gf.incomingEdgesOf(hijo)) {

conj.add(gf.getEdgeSource(padre));

}

}

}

return conj.size()>2;

}

public static void testApartadoE(String file) {

Graph<Persona, Familia> g = *grafoSimple*(file);

Ejercicio1.*apartadoE*(file, g, "Apartado E");

}

}

**TEST EJERCICIO 2**

import org.jgrapht.Graph;

import org.jgrapht.graph.SimpleWeightedGraph;

import datos.Ciudad;

import datos.Trayecto;

import ejercicios.Ejercicio2;

import us.lsi.graphs.Graphs2;

import us.lsi.graphs.GraphsReader;

public class TestEjercicio2 {

public static void main(String[] args) {

*testApartadoA*("2");

*testApartadoB*("2");

*testApartadoC*("2");

*testApartadoD*("2");

}

public static Graph<Ciudad, Trayecto> grafoSimple(String file) {

Graph<Ciudad, Trayecto> g = GraphsReader.*newGraph*("ficheros/PI3E" + file + "\_DatosEntrada.txt",

Ciudad::*ofFormat*,

Trayecto::*ofFormat*,

Graphs2::*simpleGraph*);

return g;

}

public static SimpleWeightedGraph<Ciudad, Trayecto> grafoSimplePeso(String file) {

SimpleWeightedGraph<Ciudad, Trayecto> g = GraphsReader.*newGraph*("ficheros/PI3E" + file + "\_DatosEntrada.txt",

Ciudad::*ofFormat*,

Trayecto::*ofFormat*,

Graphs2::*simpleWeightedGraph*);

return g;

}

public static void testApartadoA(String file) {

Graph<Ciudad,Trayecto> g = *grafoSimple*(file);

Ejercicio2.*apartadoA*(g, file, "Apartado A");

}

public static void testApartadoB(String file) {

Graph<Ciudad, Trayecto> g = *grafoSimple*(file);

Ejercicio2.*apartadoB*(g, file, "Apartado B");

}

public static void testApartadoC(String file) {

SimpleWeightedGraph<Ciudad, Trayecto> g = *grafoSimplePeso*(file);

Ejercicio2.*apartadoC*(g, file, "Apartado C");

}

public static void testApartadoD(String file) {

SimpleWeightedGraph<Ciudad, Trayecto> g = *grafoSimplePeso*(file);

Ejercicio2.*apartadoD*(g, file, "Apartado D");

}

}

**TEST EJERCICIO 3**

import org.jgrapht.Graph;

import org.jgrapht.graph.DefaultEdge;

import ejercicios.Ejercicio3;

import us.lsi.common.Files2;

import us.lsi.graphs.Graphs2;

public class TestEjercicio3 {

public static void main(String[] args) {

*testApartadoA*("3A");

*testsApartadoB*("3A");

*testsApartadoB*("3B");

}

public static Graph<String, DefaultEdge> grafo(String file){

Graph<String, DefaultEdge> g = Graphs2.*simpleGraph*(String::new, DefaultEdge::new, false);

Files2.*streamFromFile*("ficheros/PI3E" + file + "\_DatosEntrada.txt").forEach(linea -> {

String[] lineaSinPuntos = linea.split(":");

String[] lineaSinComas = lineaSinPuntos[1].replace(" ", "").split(",");

for(int i=0; i<lineaSinComas.length; i++) {

for(int j = i +1; j<lineaSinComas.length; j++) {

g.addVertex(lineaSinComas[i]);

g.addVertex(lineaSinComas[j]);

g.addEdge(lineaSinComas[i], lineaSinComas[j]);

}

}

});

return g;

}

public static void testApartadoA(String file) {

Graph<String, DefaultEdge> g = *grafo*(file);

Ejercicio3.*apartadoA*(g, file);

}

public static void testsApartadoB(String file) {

Graph<String, DefaultEdge> g = *grafo*(file);

Ejercicio3.*apartadoB*(g, file, "Apartado B");

}

}

**RESULTADOS**

Ejercicio 1

**Fichero A**

a)

Personas cuyos padres aparecen en el grafo y cumplen los requisitos: [Edu, Sara]

strict digraph G {

1 [ color="red" label="Edu" ];

2 [ color="red" label="Sara" ];

}

b)

Ancestros de Maria: [Maria, Carmen, Lola, Edu, Pepa, Paco, Manuel]

strict digraph G {

1 [ color="blue" label="Paco" ];

2 [ color="blue" label="Pepa" ];

3 [ color="blue" label="Edu" ];

4 [ color="blue" label="Lola" ];

5 [ color="black" label="Juan" ];

6 [ color="black" label="Laura" ];

7 [ color="blue" label="Manuel" ];

8 [ color="blue" label="Carmen" ];

9 [ color="black" label="Antonio" ];

10 [ color="black" label="Pablo" ];

11 [ color="black" label="Ana" ];

12 [ color="black" label="Patricia" ];

13 [ color="red" label="Maria" ];

14 [ color="black" label="Sara" ];

15 [ color="black" label="Marta" ];

16 [ color="black" label="Rafael" ];

17 [ color="black" label="Lourdes" ];

1 -> 3 [ color="black" ];

2 -> 3 [ color="black" ];

3 -> 8 [ color="black" ];

4 -> 8 [ color="black" ];

5 -> 9 [ color="black" ];

5 -> 10 [ color="black" ];

6 -> 9 [ color="black" ];

6 -> 10 [ color="black" ];

7 -> 13 [ color="black" ];

8 -> 13 [ color="black" ];

7 -> 12 [ color="black" ];

8 -> 12 [ color="black" ];

8 -> 14 [ color="black" ];

9 -> 14 [ color="black" ];

10 -> 15 [ color="black" ];

11 -> 15 [ color="black" ];

10 -> 16 [ color="black" ];

17 -> 16 [ color="black" ];

}

d)

Personas que tienen hijos/as con distintas personas: [Pablo, Carmen]

strict digraph G {

1 [ color="red" label="Pablo" ];

2 [ color="red" label="Carmen" ];

}

e)

strict graph G {

1 [ label="Paco" ];

2 [ label="Pepa" ];

3 [ color="red" label="Edu" ];

4 [ label="Lola" ];

5 [ label="Juan" ];

6 [ label="Laura" ];

7 [ color="red" label="Manuel" ];

8 [ color="red" label="Carmen" ];

9 [ color="red" label="Antonio" ];

10 [ color="red" label="Pablo" ];

11 [ color="red" label="Ana" ];

12 [ label="Patricia" ];

13 [ label="Maria" ];

14 [ label="Sara" ];

15 [ label="Marta" ];

16 [ color="red" label="Rafael" ];

17 [ label="Lourdes" ];

1 -- 3 [ style="solid" ];

2 -- 3 [ style="solid" ];

3 -- 8 [ style="solid" ];

4 -- 8 [ style="solid" ];

5 -- 9 [ style="solid" ];

5 -- 10 [ style="solid" ];

6 -- 9 [ style="solid" ];

6 -- 10 [ style="solid" ];

7 -- 13 [ style="solid" ];

8 -- 13 [ style="solid" ];

7 -- 12 [ style="solid" ];

8 -- 12 [ style="solid" ];

8 -- 14 [ style="solid" ];

9 -- 14 [ style="solid" ];

10 -- 15 [ style="solid" ];

11 -- 15 [ style="solid" ];

10 -- 16 [ style="solid" ];

17 -- 16 [ style="solid" ];

}

**Fichero B**

a)

Personas cuyos padres aparecen en el grafo y cumplen los requisitos: [Angela, Julia, Raquel, Josefina]

strict digraph G {

1 [ color="red" label="Angela" ];

2 [ color="red" label="Julia" ];

3 [ color="red" label="Raquel" ];

4 [ color="red" label="Josefina" ];

4 -> 3 [ color="black" ];

4 -> 2 [ color="black" ];

}

![](data:image/png;base64,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)c)

b)

Ancestros de Raquel: [Raquel, Ramon, Manuela, Francisco, Josefina, Encarna, Pedro, Daniel, Irene]

Se ha generado resultados/ejercicio1/1BApartado B.gv

strict digraph G {

1 [ color="blue" label="Francisco" ];

2 [ color="blue" label="Manuela" ];

3 [ color="black" label="Laura" ];

4 [ color="blue" label="Ramon" ];

5 [ color="black" label="Marcos" ];

6 [ color="black" label="Angela" ];

7 [ color="blue" label="Irene" ];

8 [ color="blue" label="Daniel" ];

9 [ color="blue" label="Pedro" ];

10 [ color="blue" label="Encarna" ];

11 [ color="blue" label="Josefina" ];

12 [ color="black" label="Javier" ];

13 [ color="red" label="Raquel" ];

14 [ color="black" label="Julia" ];

15 [ color="black" label="Alvaro" ];

1 -> 3 [ color="black" ];

2 -> 3 [ color="black" ];

3 -> 6 [ color="black" ];

5 -> 6 [ color="black" ];

1 -> 4 [ color="black" ];

2 -> 4 [ color="black" ];

7 -> 9 [ color="black" ];

8 -> 9 [ color="black" ];

9 -> 11 [ color="black" ];

10 -> 11 [ color="black" ];

11 -> 13 [ color="black" ];

11 -> 14 [ color="black" ];

4 -> 13 [ color="black" ];

4 -> 14 [ color="black" ];

11 -> 15 [ color="black" ];

12 -> 15 [ color="black" ];

}

![Una captura de pantalla de un celular
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d)

Personas que tienen hijos/as con distintas personas: [Josefina]

Se ha generado resultados/ejercicio1/1BApartado D.gv

strict digraph G {

1 [ color="red" label="Josefina" ];

}

e)

strict graph G {

1 [ label="Francisco" ];

2 [ label="Manuela" ];

3 [ color="red" label="Laura" ];

4 [ color="red" label="Ramon" ];

5 [ color="red" label="Marcos" ];

6 [ label="Angela" ];

7 [ label="Irene" ];

8 [ label="Daniel" ];

9 [ color="red" label="Pedro" ];

10 [ label="Encarna" ];

11 [ color="red" label="Josefina" ];

12 [ color="red" label="Javier" ];

13 [ label="Raquel" ];

14 [ label="Julia" ];

15 [ label="Alvaro" ];

1 -- 3 [ style="solid" ];

2 -- 3 [ style="solid" ];

3 -- 6 [ style="solid" ];

5 -- 6 [ style="solid" ];

1 -- 4 [ style="solid" ];

2 -- 4 [ style="solid" ];

7 -- 9 [ style="solid" ];

8 -- 9 [ style="solid" ];

9 -- 11 [ style="solid" ];

10 -- 11 [ style="solid" ];

11 -- 13 [ style="solid" ];

11 -- 14 [ style="solid" ];

4 -- 13 [ style="solid" ];

4 -- 14 [ style="solid" ];

11 -- 15 [ style="solid" ];

12 -- 15 [ style="solid" ];

}

**Ejercicio 2**

a)

![Imagen que contiene Texto
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strict graph G {

1 [ color="green" ];

2 [ color="green" ];

3 [ color="green" ];

4 [ color="green" ];

5 [ color="green" ];

6 [ color="yellow" ];

7 [ color="yellow" ];

8 [ color="yellow" ];

9 [ color="yellow" ];

10 [ color="yellow" ];

11 [ color="yellow" ];

1 -- 2 [ color="green" ];

2 -- 3 [ color="green" ];

3 -- 5 [ color="green" ];

2 -- 4 [ color="green" ];

4 -- 5 [ color="green" ];

1 -- 3 [ color="green" ];

5 -- 1 [ color="green" ];

6 -- 8 [ color="yellow" ];

9 -- 6 [ color="yellow" ];

8 -- 10 [ color="yellow" ];

10 -- 9 [ color="yellow" ];

6 -- 10 [ color="yellow" ];

6 -- 7 [ color="yellow" ];

7 -- 9 [ color="yellow" ];

7 -- 11 [ color="yellow" ];

11 -- 6 [ color="yellow" ];

7 -- 8 [ color="yellow" ];

}

b)

strict graph G {

1 [ color="blue" label="Ciudad5" ];

2 [ color="blue" label="Ciudad2" ];

3 [ color="blue" label="Ciudad4" ];

4 [ color="blue" label="Ciudad3" ];

5 [ color="blue" label="Ciudad1" ];

5 -- 2 [ color="blue" ];

4 -- 1 [ color="blue" ];

2 -- 4 [ color="blue" ];

3 -- 1 [ color="blue" ];

1 -- 5 [ color="blue" ];

2 -- 3 [ color="blue" ];

5 -- 4 [ color="blue" ];

}

c)

strict graph G {

1 [ color="blue" label="Ciudad1" ];

2 [ color="blue" label="Ciudad2" ];

3 [ color="blue" label="Ciudad3" ];

4 [ color="blue" label="Ciudad4" ];

5 [ color="blue" label="Ciudad5" ];

6 [ label="Ciudad6" ];

7 [ label="Ciudad7" ];

8 [ label="Ciudad8" ];

9 [ label="Ciudad9" ];

10 [ label="Ciudad10" ];

11 [ label="Ciudad11" ];

1 -- 2 [ ];

2 -- 3 [ color="blue" ];

3 -- 5 [ ];

2 -- 4 [ color="blue" ];

4 -- 5 [ color="blue" ];

1 -- 3 [ color="blue" ];

5 -- 1 [ color="blue" ];

6 -- 8 [ ];

9 -- 6 [ ];

8 -- 10 [ ];

10 -- 9 [ ];

6 -- 10 [ ];

6 -- 7 [ ];

7 -- 9 [ ];

7 -- 11 [ ];

11 -- 6 [ ];

7 -- 8 [ ];

}
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strict graph G {

1 [ style="solid" label="Ciudad1" ];

2 [ style="solid" label="Ciudad2" ];

3 [ style="solid" label="Ciudad3" ];

4 [ style="solid" label="Ciudad4" ];

5 [ style="solid" label="Ciudad5" ];

6 [ style="solid" label="Ciudad6" ];

7 [ style="bold" label="Ciudad7" ];

8 [ style="bold" label="Ciudad8" ];

9 [ style="bold" label="Ciudad9" ];

10 [ style="solid" label="Ciudad10" ];

11 [ style="solid" label="Ciudad11" ];

1 -- 2 [ style="solid" label="45 euros" ];

2 -- 3 [ style="solid" label="15 euros" ];

3 -- 5 [ style="solid" label="40 euros" ];

2 -- 4 [ style="solid" label="25 euros" ];

4 -- 5 [ style="solid" label="20 euros" ];

1 -- 3 [ style="solid" label="60 euros" ];

5 -- 1 [ style="solid" label="35 euros" ];

6 -- 8 [ style="solid" label="15 euros" ];

9 -- 6 [ style="solid" label="60 euros" ];

8 -- 10 [ style="solid" label="55 euros" ];

10 -- 9 [ style="solid" label="40 euros" ];

6 -- 10 [ style="solid" label="50 euros" ];

6 -- 7 [ style="solid" label="30 euros" ];

7 -- 9 [ style="bold" label="25 euros" ];

7 -- 11 [ style="solid" label="30 euros" ];

11 -- 6 [ style="solid" label="40 euros" ];

7 -- 8 [ style="bold" label="10 euros" ];

}

**Ejercicio 3**

Fichero A

a)

![Texto
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b)

strict graph G {

1 [ color="green" label="Actividad1" ];

2 [ color="yellow" label="Actividad2" ];

3 [ color="red" label="Actividad3" ];

4 [ color="yellow" label="Actividad5" ];

5 [ color="green" label="Actividad4" ];

6 [ color="red" label="Actividad6" ];

7 [ color="green" label="Actividad7" ];

8 [ color="yellow" label="Actividad9" ];

9 [ color="red" label="Actividad8" ];

1 -- 2 [ style="solid" ];

1 -- 3 [ style="solid" ];

2 -- 3 [ style="solid" ];

1 -- 4 [ style="solid" ];

3 -- 4 [ style="solid" ];

2 -- 5 [ style="solid" ];

2 -- 6 [ style="solid" ];

5 -- 6 [ style="solid" ];

5 -- 4 [ style="solid" ];

4 -- 6 [ style="solid" ];

7 -- 8 [ style="solid" ];

9 -- 8 [ style="solid" ];

7 -- 9 [ style="solid" ];

7 -- 2 [ style="solid" ];

}

Fichero B

a)

![Texto
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b)

strict graph G {

1 [ color="green" label="Actividad1" ];

2 [ color="yellow" label="Actividad2" ];

3 [ color="red" label="Actividad10" ];

4 [ color="yellow" label="Actividad3" ];

5 [ color="red" label="Actividad5" ];

6 [ color="green" label="Actividad8" ];

7 [ color="yellow" label="Actividad4" ];

8 [ color="gray" label="Actividad6" ];

9 [ color="yellow" label="Actividad9" ];

10 [ color="yellow" label="Actividad7" ];

11 [ color="green" label="Actividad11" ];

12 [ color="yellow" label="Actividad12" ];

1 -- 2 [ style="solid" ];

1 -- 3 [ style="solid" ];

2 -- 3 [ style="solid" ];

1 -- 4 [ style="solid" ];

1 -- 5 [ style="solid" ];

4 -- 5 [ style="solid" ];

6 -- 7 [ style="solid" ];

6 -- 8 [ style="solid" ];

7 -- 8 [ style="solid" ];

7 -- 5 [ style="solid" ];

5 -- 8 [ style="solid" ];

6 -- 9 [ style="solid" ];

10 -- 1 [ style="solid" ];

4 -- 11 [ style="solid" ];

2 -- 8 [ style="solid" ];

11 -- 12 [ style="solid" ];

}